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METHOD AND APPARATUS FOR
NETWORK DECEPTION/EMULATION

FIELD OF THE INVENTION
The present invention is related to the field of networking of information systems. More

specifically, the present invention is various aspects is directed to network emulation, deception,

and techniques using advanced address translation.

BACKGROUND OF THE INVENTION
This application claims priority from provisional patent application 60/165,581 filed

November 15, 1999 and USSN 09/696,893, filed October 26, 2000.

Throughout the history of war, deception has been a cornerstone of successful offense
and defense. Indeed, the history of information protection includes many examples of the use of
deception for defense including the use of honey pots to gain insight on attacker behavior, the use
of lightning rods to draw fire, and the use of program evolution as a technique for defending
against automated attacks on operating systems. Even long before computers existed, information
protection through deception was widely demonstrated. The history of information protection
also demonstrates that the use of deception by attackers far outstrips its use by defenders in this
field.

The present invention in one part concerns novel and advanced techniques for using
deception in information systems protection. The invention in further embodiments, comprises
independently novel techniques of network emulation and address substitution, which are
described herein and should be understood as independent inventions.

In particular embodiments, the present invention utilizes techniques of address
translation. Address translation in general is a known technique in the art. FIG. 1B is a block
diagram illustrating address translations between a first client network and a second server
network using a proxy server as known in the prior art. One common use of translations is to
separate an inside network containing internal IP addresses from an outside network, such as the
Internet. Consider an office LAN with 100 computers, each having an IP address of the form
10.*.*.*  The computers can talk with any other computer on the LAN. using the 10.*.*.* TP
addresses as source and destination addresses in transmitted packets. However, when an inside
computer wishes to communicate to an address on the outside internet, an issue arises in that the
internal IP address may not be a valid external IP address. For example, destination addresses

beginning with 10. are reserved for private networking and are not routable on the Internet.
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Also, internal IP addresses may have been assigned without acquiring the corresponding external
IP address. So an internal address of 24.24.24.2, for example, may be registered in the external
network to another institution. Therefore, while an inside computer 10.n.m.o0 might be able to
transmit a packet out over the Internet with a valid external destination address, no packets can be
returned from the external network if the original source address is 10.n.m.o or another not
valid IP address because that address cannot be correctly routed over the external Internet.

A second issue is that valid external IP addresses can be expensive, and an institution
with a very large number of computers may not wish to buy a valid external IP address for each
computer if it is not necessary. In the simplest case, an institution might wish to use just one
external IP address for its entire LAN. |

To solve these problems, network administrators use a network computing device or
logic module sometimes referred to as a PROXY SERVER or an ADDRESS TRANSLATION
GATEWAY (ATG). An ATG sits between a private LAN network or server network and the
outside network. It receives any packet on the LAN that is addressed to an outside computer, and
translates at least the source address of that packet before placing that packet on the Internet. A
return packet is routed back to the ATG using the translated source address as the destination and
the ATG or proxy again translates the packet addresses and places the packet on the internal
network.

Translations can be accomplished by a variety of techniques known in the art, such as
table-lookup, rules-based translations algorithms, using port fields to hold portions of an
addresss, or using transmit and response timing to match packets. An ATG keeps track of internal
address/external address pairs so that when it receives packets from the external network, they
can be sent over the LAN to the correct individual machine. The ATG/proxy function can be
performed by logic within another network device (such as a firewall or server or bridge) or the
function can be performed by a dedicate gateway computer. Additional information about
gateways; internet addressing, and subnetworks can be found at
www.sohointer.net/learn/gateways.htm and www.sohointer.net/learn/addrs.htm and their
referenced pages.

An ATG functionality will typically be incorporated with other functions in a network
devices. Thus, devices acting as firewalls, routers, or servers can include ATG functions.
Network capable devices with ATG functionality are available from a number of different
vendors. Some examples of such devices include Cisco Routers, the Linux OS, FreeBSD.

‘Standard configurations and capabilities provided by such devices include:

1. At least two interfaces for connecting between two separate communication

environments (such as a private (or local) network and an outside network).

-



20

25

30

WO 01/37510 PCT/US00/31295

2. At least one external interface able to detect and receive packets on an external
network directed to the ATGs external network addresses.

3. At least one internal interface able to detect and receive packets on said internal
network directed to one or more external network addresses.

4. An address translation ability to change source and destination addresses for packets
transferred between the internal interface and the external interface.

5. An address facility able to map between external addresses and internal addresses.

The inventor has written a number of papers and books regarding network and data

security deception. Many of these writings are available at http://all.net/. A few papers of interest

are listed in the section below.
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a protest of the policy. The hacker dubbed himself "Captain Midnight" and broke into the film "The
Falcon and the Snowman" with a message that flickered on television screens across the nation for
anywhere from 10 seconds to more than a minute. The cable raider broke into HBO with a multicolor
test pattern and a five-line message printed in white letters: **Good evening HBO From Captain

Midnight $12.95/month? No way! Showtime/Movie Channel beware." ]
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[Howard97] J. Howard, An Analysis Of Security Incidents On The Internet Dissertation at Carnegie-
Mellon University [This research analyzed trends in Internet security through an investigation of 4,299
security-related incidents on the Internet reported to the CERT. Coordination Center (CERT./CC) from
1989 to 1995. Prior to this research, our knowledge of security problems on the Internet was limited
and primarily anecdotal. This information could not be effectively used to determine what government

policies and programs should be, or to determine the effectiveness of current policies and programs.
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This research accomplished the following: 1) development of a taxonomy for the classification of
Internet attacks and incidents, 2) organization, classification, and analysis of incident records available
at the CERT./CC, and 3) development of recommendations to improve Internet security, and to gather
and distribute information about Internet security. ... "Estimates based on this research indicated that a
typical Internet domain was involved in no more than around one incident per year, and a typical

Internet host in around one incident every 45 years."]

. [Cohen96-03] F. Cohen, Internet Holes - The Human Element ["I've mentioned our Internet site before,

and I've probably told you that we detect more than one suspicious activity per day on average."] [Drill-

Down]

[Cheswick94] , W. Cheswick and S. Bellovin, Firewalls and Internet Security - Repelling the Wiley
Hacker Addison-Wesley, 1994. [This book is one of the most authoritative early sources of information
on network firewalls. It includes many details of attack and defense techniques as well as case studies of

attacks against AT&T.]

[Cohen95] F. Cohen, Why is thttpd Secure? Published in slightly altered form in Computers and
Security, 1996 [ A "secure" server daemon was written by Management Analytics in the week of June
5-9, 1995. We believe this daemon to be secure in the sense that it does exactly what it is supposed to
do - nothing more and nothing less. This paper describes the inner workings of this very small program,
why we think it is trustworthy, and where our assumptions may fail. This server was subsequently

mathematically proven to meet its security requirements.] [Drill-Down]

[Cohen97-3] National Info-Sec Technical Baseline - Intrusion Detection and Response [This paper
covers the state of the art in intrusion detection and includes an extensive review of the literature while

identifying key limitations of current intrusion detection technology.] [Drill-Down]

[Cohen-98] National InfoSec Technical Baseline - At the Intersection of Security, Networking, and
Management [This paper covers the state of the art in network security management and secure network
management and includes an extensive review of the current state of the art and identifies key

limitations of current technology.] [Drill-Down]

SUMMARY OF THE INVENTION

The present discussion illustrates a number of innovations in the field of networking. The

invention in various specific aspects and embodiments is related to deception techniques,

multiple address translation methods, and proxy services for deception and emulation. According

to these novel methods and apparatuses, used either alone or in combinations, complex

emulations and deceptions can be accomplished.

In some embodiments, these complex emulations and deceptions can be accomplished

using standard networking devices with standard ADDRESS TRANSLATION GATEWAY (or

proxy addressing)ability . in novel configurations according to the invention. The use of
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standard networking devices can reduce system installation and management costs. There are a
wide range of additional specific applications of the novel methods and apparatuses, some of
which are described as specific examples herein.

In specific embodiments, the present invention involves innovations to improve both the
fidelity of deceptions or emulations and the ability to do large scale deceptions or emulations.
These innovations include responding to multiple incoming IP addresses in conjunction with
deception techniques.

In a further embodiment, a deception system can act as a firewall that allows only
permitted traffic and rapidly and automatically reacts to illicit access attempts by altering
deceptions. In a further embodiment, the invention uses proxy mechanisms to provide enhanced
deception or emulation. Proxies translate IP addresses and forward packets and are at the heart of
some existing firewall technologies.

Deceptions on Multiple Addresses
FIG. 3 is a block diagram showing a deployment of an advanced Deception Tool Kit

within a network, according to one embodiment of the present invention, with the Deception Tool
Kit providing deceptive services at multiple addresses.

In specific embodiments, the present invention can be used with innovations that can
improve both the fidelity of deceptions or emulations and the ability to do large scale deceptions
or emulations. These innovations include responding to multiple incoming IP addresses from a
machine in conjunction with deception techniques. As such, in this aspect, the invention provides
the means to do large scale deceptions at a very low cost. In a further embodiment, the use of
flexible characteristics based on source or destination IP address allows a single machine to
emulate a large number (such as up to 4,000) different systems, each with unique characteristics,
thus providing a rich environment for deception as well as network emulation.

In further embodiments, emulations may be altered over time to emulate the
characteristics of real networks, such as turning off machines at various times of day at different
places in the world, the movement of machines from network to network, and the alteration of
systems and usage patterns over time. In various embodiments, these and other alterations may be
controllable from a single deception control system or from a distributed deception control
system thus providing improved deception fidelity on a large scale for a very low cost.

Multiple Address Translations
In specific embodiments of the present invention, the innovation of multiple address

translation involves using two or more proxy or other address translation mechanisms to facilitate
high fidelity deception or to accomplish other goals, such as emulation, extended private

networking, obscuring paths, or facilitation multiple processor systems. These goals are

-6-
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implemented by translating from an original address into an intermediate address, and then
translating back to the original address.

It may aid in understanding to consider as example a simple case of two address
translations: the first being a translation from an “outside” network into an “intermediate” or
“control” network: and the second being a translation from the “intermediate” or “control”
network to an “inside” or “deception” network. FIG. 4A-C, which are discussed in more detail
below, shows one example of such a translation. While this is a good functional example of
multiple address translations according to the invention, the method of the invention can also be
practiced on different hardware configurations, such as within a single network simulation device
as described below. In further embodiments, the present invention can extend known translating
schemes by using multiple translations to produce packets in an inside network or system that are
identical to the original packets. In further embodiments, the invention provides a method for
accomplishing complex emulations, deceptions, etc., using standard networking equipment. In
further embodiments, the present invention, by providing such translation into a different IP
address and then back into the original IP address, provides a means by which existing protocols

and systems can be used to redirect traffic as if it were passing through a cross-point switch.

Emulation/Deception Networks Using a Variety of “Real” Hardware/Software

Platforms

In a further embodiment, the present invention allows flexible control of a deception or
emulation system in which a set of services. behaviors, paths, and hardware configurations can be
emulated at very high fidelity by routing requests to different deception or emulation hardware
configurations. Thus, a deception system according to the present invention, instead of simulating
a Sun computer running an Apache Web server on a given IP address and port but performing the
simulation on a different kind of computer system, can redirect “deceived” traffic so that the
traffic is handled by an actual Sun\computer running an actual Apache web server and responding
to the IP packets as originally addressed in the outside network. According to this aspect, the
present invention can use a small number of different actual computer systems in an
emulation/deception network and can configure and reconfigure access to them and their
behavior in real time to provide an extremely high fidelity emulation/deception. In a further
embodiment, more than two address translations can be used with similar effect in cases when
multiple hops are required for the purpose of the deception.

According to various embodiments of the present invention, ea‘ch of these techniques on
their own provides a very substantial improvement to the ability to provide large scale high
fidelity deception. But when combined together, these techniques provide the means, for

example, for fewer than 100 computers to do a very high quality emulation of a network of tens

7-
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of thousands of computers. For example, in one embodiment, it is possible to do an emulation of
an entire Class B network (e.g. more than 60,000 computers) with only about 60 computers and a
set of associated networking hardware and control software. Such an emulation/deception
according to the invention is very accurate and behaves very much like an actual network of this
size would behave, with the exception that the total aggregate computing performance is far less
than that of an actual network of this size. This is an unavoidable side effect of having fewer
computers available and operating at a lower cost, however, for a vast range of deception and
emulation purposes, this method is as good as having the larger system, and in many ways it is far
better. Some of the advantages are the ability to control the network much more easily, higher
availability because of the reduction in hardware, lower cost, power consumption, space
utilization, and so forth. This method also provides very high signal to noise ratios of intrusion
detection, high speed adaptation to changing circumstances in the environment, and can be used
to do testing and emulation of a wide range of network attack and defense methods with results
equivalent to that of a real network.

A further understanding of the invention can be had from the detailed discussion of
specific embodiments below. For purposes of clarity, this discussion refers to devices, methods,
and concepts in terms of specific examples. However, the method of the present invention may
operate with a wide variety of types of communication systems and logic systems. It is therefore
intended that the invention not be limited except as provided in the attached claims. Furthermore,
it is well known in the art that logic systems can include a wide variety of different components
and different functions in a modular fashion. Different embodiments of a system can include
different mixtures of elements and functions and may group various functions as parts of various
elements.

For purposes of clarity, the invention is described in terms of systems that include many
different innovative components and innovative combinations of components. No inference
should be taken to limit the invention to combinations containing all of the innovative
components listed in any illustrative embodiment in this specification.

The invention as described herein at times refers to transmission of various packets,
datagrams, PDU’s or data units of data. These terms should be understood as generally
equivalent and indicate any known format for exchanging data with address indications.

Furthermore, for purposes of clarity, aspects of the invention are at times described with
reference to a deception system. As discussed herein, this should be understood as a specific
example, and the invention has other applications, such as emulation systems, redirection

systems, analysis systems, or systems to create extended private networks.
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All publications, patents, and patent applications cited herein are hereby incorporated by
reference in their entirety for all purposes. The invention will be better understood with

reference to the following drawings and detailed description.

BRIEF DESCRIPTION OF THE DRAWINGS
FIG. 1A is a block diagram illustrating a honey pot system within a local area network as

known in the prior art.

FIG. 1B is a block diagram illustrating address translations between a first client network
and a second server network using a proxy server as known in the prior art.

FIG. 1C is a block diagram illustrating a front-end/back-end firewall system as known in
the prior art.

FIG. 2 is a block diagram illustrating a deployment of an early version of a deception tool

kit in individual computer systems, with each deployment providing deception services at a single

computer system.

FIG. 3 is a block diagram showing a deployment of an advanced Deception Tool Kit
within a network, according to one embodiment of the present invention, with the Deception Tool
Kit providing deceptive services at multiple addresses.

FIG. 4A is a block diagram illustrating two examples of address translations, according to
specific embodiments of the present invention.

FIG. 4B is a block diagram illustrating multiple address translations, according to one
embodiment of the present invention, that can allow deception networks to be separated from
normal networks and can further allow “real” emulation systems to replace lower fidelity
deceptions and that further can allow increased indirection and obscurity.

FIG. 4C 1s a block diagram illustrating multiple address translations, according to one
embodiment of the present invention, and providing further details according to specific
embodiments.

FIG. 5A-C illustrate an example application for the present invention in a student distant
learning exercise.

FIG. 6 illustrates an alternative application for multiple address translations, according to
further embodiments of the present invention, allowing redirection and obscuring réquests Ina
network.

FIG. 7 is a block diagram illustrating use of address translation according to one
embodiment of the present invention to facilitate MIMD computations.

FIG. 8 is a block diagram illustrating a typical representative logic device in which

various aspects of the present invention may be embodied.
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FIG. 9 is a flowchart illustrating a method for providing deception/emulation responses
according to embodiments of the present invention.

FIG. 10 is a flowchart illustrating a method for providing deception/emulation responses
from multiple emulation systems according to embodiments of the present invention.

FIG. 11 1s a flowchart illustrating a method for using multiple translations to an internal
network according to embodiments of the present invention.

FIG. 12 is a flowchart illustrating a method for directing datagram traffic to a
deception/emulation device in a separate internal network according to embodiments of the
present invention.

FIG. 13 is a flowchart illustrating a method for request obscuring according to
embodiments of the present invention.

FIG. 14 is a flowchart illustrating a method for enabling multiple logic processing

according to embodiments of the present invention.

DESCRIPTION OF SPECIFIC EMBODIMENTS

Single Address Deception Tool Kit
A consideration of the present inventor’s work as embodied in early versions of

Deception ToolKit (DTK) (http://all.net/dtk/dtk.htmi) will aid in understanding the present
discussion. DTK is at present a publicly available off-the-shelf deception system. DTK is
designed primarily to provide the average Internet user with a way to turn on a set of deceptions
in a few minutes that will be effective in substantially increasing attacker workloads while
reducing defender workloads. Various functions and aspects of DTK have been made available
at the inventor’s website in an incremental fashion.

In its early-version off-the-shelf form, DTK is designed to be installed on one or more
single machines on a network and provide fictions that are adequate to fool current off-the-shelf
automated attack tools. FIG. 2 is a block diagram illustrating a deployment of an early version of
a deception tool kit in individual computer systems, with each deployment providing deception
services at a single computer system. As will be understood in the art from the teachings herein,
FIG. 2 represents a number of actual computers on a network, such as a LAN, that may be
vulnerable to attack. Seven of the computers are shown containing a DTK module. The net effect
is that attack tools that automatically scan for known vulnerabilities (such as in the LAN
computers shown in FIG. 2) find what appear to be large volumes of vulnerabilities. The number
of detected vulnerabilities is very high and dominated by deceptions. The attacker is faced with
spending additional time and effort trying to figure out which of the indicated attacks really work
on that machine. At the same time, all of the attack attempts against deceptions are revealed to
the defender.

-10-
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DTK's deception is programmable, but it is typically limited to producing output in
response to attacker input in such a way as to simulate the behavior of a system that is vulnerable
to the attackers’ method. As a programmable deception capability, DTK provides a low-cost
method for a defender to create custom deceptions of arbitrary complexity. For example, it 1s a
fairly simple matter to create a series of convincing electronic mail messages that indicate a false
intent to an attacker. If the attacker is clever enough to break into the pop3 email server deception
using known attack techniques, they are provided with false and planted information. DTK is not
intended to be the end-all to deceptions in information systems. It is only a simple tool for
creating deceptions that fool simplistic attacks, defeat some automatic attack systems, and change
the balance of workload in favor of the defender.

A simplistic view of deception for the purposes of analysis is that out of a few thousand
widely known possible vulnerabilities in modern information systems, most current systems are
only vulnerable to a small percentage of them, if only because most modern system don't use
most of the capabilities of their systems for useful applications. If an attacker does not observe
traffic before trying to test the defenses, and assuming that access attempts are not concentrated
more on actual services provided than on deceptive services, every attempted access has a high
probability of triggering a deception rather than an actual service.

In addition to causing an increase in the attacker's workload, a DTK system has a further
pleasant effect for the defender: every miss by the attacker represents a detection by the defender.
This means that defenders, instead of ignoring unused services, are alerted to all of the failed
attempts. With deception in place, every use of a deceptive service constitutes the detection of an
attempted attack. In general, there are two problems for the designer of automated attacks against
deceptive defenses such as those demonstrated in DTK. The first problem is generating
automation that differentiates between deceptions and real services. The second problem is
finding a way to succeed in the attack before the defender is able to react.

While the problem of differentiating deception from reality is, in general, a very complex
problem equivalent to the general problem of finite state machine differentiation, the realities of
DTK today limit its deceptions to relatively simple state machines. Since the attacker has access
to the most widely used deceptions in the same manner as the defenders, writing differentiation
routines for complex services should be simple, while writing differentiation routines for simple
services may be impossible. In essence, the more complex the deception requirement, the harder
it is to make a good deception, and thus the easier it is to differentiate real systems from limited
deceptions. On the other hand, simple systems such as pop3 servers are so simple to build that a
deception can be built easily that completely and precisely mimics the real service. The much

harder problem is defeating deception by moving so quickly that the decision cycle of the
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defender cannot block the attack. In normal systems without deception, the attacker has a long
time before detection takes place. With deception in place. every attempt to use a deception
service can generate an immediate detection. With automated notification and response
procedures are in place for each detected attack attempt, the attacker may have to succeed in a
matter of milliseconds to prevent the defender from acting.

DTK responding from a single address has been used in experiments and in beta test
systems since early in 1998. Early versions of DTK were implemented as a Perl script. The use of
common (i.e., shared) code segments by all invocations of Perl on a given system combined with
the small size and quantity of state information required in order to implement DTK's finite state
response services produces a relatively small performance and memory impact on systems, and
essentially no effect when attacks are not underway. In experiments with common denial of
service attacks, it was found that DTK was able to sustain operations when the normal service
daemons that are attacked in typical denial of service attacks were susceptible.

DTK was designed with the intention of being resilient to resource exhaustion attacks by
including timeouts and input length limitations that most normal service programs do not have -
to their detriment. DTK uses the same methods as the secure Get-only Web server to provide
additional protection in a secure daemon. DTK has a tremendous advantage in that it is able to
closely control events on deception services, while the typical intrusion detection system has to
merely watch an essentially unrestricted flow of information. DTK thus significantly improves
the signal to noise ratio for detection.

Port 365
If DTK becomes very widespread, one of DTK's deceptions will become very effective.

This deception is IP port 365 - which has staked a claim as the deception port. Port 365 indicates
whether a machine is running a deception defense. Naturally, attackers who wish to avoid
deceptive defenses will check there first. Eventually, simply running the deception defense
notifier may eliminate many attackers. Of course, some defenders may turn on the deception
announcement message in order to track new attack attempts.

Deception port 365 has aiso been used to facilitate two kinds of enhancements. One form
of enhancement is to provide a means for remotely accessing log information in order to
centralize intrusion management. In this way, fully decentralized deceptions can be implemented
in a large network with remote reporting and control. Of course this remote control has to have
proper protections to prevent it from being exploited by attackers. The details of these protocols
is well within the classes of existing cryptographic protocols used for intrusion detection and
remote network management systems.

Another enhanced use of the deception port is communication between deception

systems to coordinate defensive efforts. In an experimental system, deception systems
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communicate with other deception systems engaged in related business functions. They
independently schedule deceptions to increase and replace non-critical functions as detected
attacks increase, decrease deceptions and enhance non-critical functions as attacks decrease, and
pseudo-randomly insert and alter deceptions during times of low-level activity so as to make it
impossible for even the expert insider who set up deception to be certain of going undetected.
This can be done in a fully distributed, automatic, and hard-to-predict fashion while still being
forced by mathematical methods to meet operational constraints and consuming very small
amounts of time and space and operating on heterogeneous networks.

One other area of deception has been experimented with are internal deceptions wherein
programs that could be used to gain unauthorized access once inside a system are instrumented
and augmented to include deceptions. For example, if an unauthorized Unix user attempts to use
the Unix su command, a deception is used to allow the root password to be easily guessed. The
user is then placed in a jail-like enclosure to allow any attempts at further access or exploitation
of illicit access to be observed, analyzed, and recorded. This type of deception is significantly

complicated by the large volume of information that is legitimately provided to most internal

users.

Multiple Address Deceptions

A more advanced deception against attacks can be provided according to sepcific
embodiments of the invention as illustrated in FIG. 3. FIG. 3 is a block diagram showing a
deployment of an advanced Deception Tool Kit within a network, according to one embodiment
of the present invention, with the Deception Tool Kit providing deceptive services at multiple
addresses. Illustrated on the right of FIG. 3 is the “real” configuration of network equipment.
FIG. 3 illustrates nine “normal” systems in a communications network that the invention wishes
to protect from attacks. These nine systems can be understood as perhaps individually
addressable computers on a local area network (LAN) that might be subject to attack, perhaps
through a firewall or gateway, or from an attacker with direct access to the inside network. To
protect these systems, one or more deception modules or machines (labeled DTK) is placed in the
network. This module might be a software module running on a computer system on the
network, or it mught be a separate piece of hardware dedicated to providing deceptions.
According to specific embodiments of the present invention, the deception system DTK responds
to some or all illegitimate or unauthorized packets that enter the network with deceptions.

For example, suppose the nine “normal” systems responded at nine addresses that were
non-zero multiples of six, such as 10.0.0.6, 10.0.0.12, 10.0.0.18, etc. An attacker that had
gained access to the inside network without knowing the existing addresses, might attempt to

discover valid internal addresses at random. In a network not using the invention, the attacker

13-



20

25

30

35

WO 01/37510 PCT/US00/31295

might first attempt addresses 10.0.0.0-5 and each time he did not get a valid response, the
attacker would turn to the next address.

According to specific embodiments of the present invention, however. as illustrated in
FIG. 3, an attacker would get a response at one or more addresses 10.0.0.0-5. These responses,
however, would all be generated by deception component DTK.  Deception component DTK,
depending on its capabilities, can provide rather elaborate deceptions that varied for each
incoming IP address and that varied over time. Thus, an attacker could be led to waste a large
amount of time breaking in to deception systems and risking detection.

As will be understood to those of skill in the art from the teachings herein and the
illustration in FIG. 3, unauthorized packets can reach the DTK device in a number of ways
consistent with standard networking techniques. For example, where the devices shown to the
right of FIG. 3 all reside on a Local Area Network (LAN), DTK can be programmed to simply
respond to every packet addressed to a destination that is not active on the network. An advanced
DTK can also sniff every packet, and respond to every packet that does not meet a predefined
authorization characteristic, such as having a particular key.

It will also be understood to those of skill in the art from the teachings herein, that the
techniques illustrated in FIG. 2 and in FIG. 3 could be used in the same network. Thus, packets
that reached a normal system with an unauthorized service request could be responded to by a
deception module at that normal system, while packets addressed to unauthorized destinations
could be handled by a multiple address DTK as illustrated in FIG. 3.

FIG. 9 is a flowchart illustrating a method for providing deception/emulation responses
according to these embodiments of the present invention. As shown in the figure, unauthorized
packets to various destination addresses are received at a deception system in a network and the
deception system generates deception responses emulating different computer systems at
different destination addresses and returns deception responses to the unauthorized senders so
that the senders will be deceived to believe they have reached different systems.

Deception Tool Kit Limitations
DTK as shown in both FIG. 3 and FIG. 2 is limited in the richness of the deceptions it

can provide. It is simple to differentiate between a real computing environment and the limited
capabilities demonstrated by a finite state machine having only a small number of states.
However, against many modern automated attack tools, even this limited deception is adequate.
For a serious attacker, differentiation even by an automated tool may be a simple matter.
For example, an attacker may pseudo-randomly select a series of commands from a normal
environment, run them on a local machine, and compare results to those of the same commands

run against a machine under attack. Differences would indicate possible deceptions. A
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sophisticated attacker could break into an intermediate site. test the site under attack for
deception, differentiate deception services from legitimate services, and then exploit the
legitimate services from a different location. This type of distributed coordinated attack (DCA)
can render the sort of limited deceptions provided by DTK less effective.

DTK provides a limited unlimited customization capability. It is unlimited in that,
theoretically, a deception module can simulate anything that a Turing machine can do with finite
state machines and unlimited memory; in practice, however, the deception is limited by the
ability of customization to adequately deceive. A good example is a simulated mail server: while
it can be easily programmed to provide access to forged email, generating a sequence of
meaningful forged emails to create a deception is not such a simple task.

Enhanced Emulation/Deception Using Multiple Actual Logic Systems
In further aspects, the present invention provides a method and system for more complex

and sophisticated deceptions and emulations. It will be understood to those of skill in the art that
the concept of emulation and deception are related. The purpose of an emulation is to act as if it
were the real thing for the intended purposes even though it is not in fact the real thing. The
purpose of a deception is to convince an attacker that an attacked target is the desired target even
though the attacked target is not in fact the desired target. The present invention, in various
aspects, is related to apparatus and methods that are useful for both deception and emulation and
to other apparatus and methods useful in advanced digital communications. As used herein,
deception and emulation can be understood to describe essentially the same functionality, though
for different purposes.

Other network emulation and deception systems, such as network simulators, early
versions of DTK, various hardware emulation mechanisms, and honey pot systems, have a
number of limitations. They are only able to do high quality deceptions of a single system with a
single system at one time. This is true of both normal honey-pot systems as shown in FIG. 1A and
early versions of DTK as shown in FIG. 2. Network simulators are able to simulate large scale
networks, but do so at resolution limited by the model upon which their simulations are based.

Furthermore, the fidelity of deceptions is relatively poor. This is true primarily of early
versions of Deception ToolKit, which traded off low cost and low system utilization for poor
fidelity. Other network simulation technologies may do a good job at emulating some facets of
the networked environment, but because they require explicit modeling of simulated components,
their fidelity is limited except in the aspects they are specifically designed to elucidate: One of
the exceptions to this is a set of systems that provide virtual machine environments. In this case,

the emulations are very good but consume a lot of performance and are not scalable beyond a few:
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emulated systems per host system. Further information regarding deceptions of this sort are
documented in all.net/journal/ntb/deception.html, portions of which are included herein.

In part to address these limitations, the present invention in specific embodiments
provides a method for emulating a network of logic systems of at least two distinct types (such as
two different operating systems or two different hardware platforms). According to this aspect of
the invention, the emulations generally are done by actual logic systems that are particularly
appropriate for running those emulations. A communication channel to the actual logic systems
can distribute datagrams that are having their responses emulated so that datagrams wind up at
the appropriate emulation system. Typically, each emulation system will respond to multiple
addresses to emulate multiple systems. If the desired emulated network, for example, included 23
Sun Apache servers and 13 NT Servers, in the emulation network, a single Sun Apache Server
might be used to respond to the 23 Apache addresses and a single NT server might he used to
respond to the NT addresses. To improve the network-wide emulation, at least one of the
emulation systems may provide variant response characteristics. Variations can be based on the
incoming emulated address, to provide the emulation of different instances of the computer type
in the network and can include such things as time and use characteristics. The network
configuration and individual responses of the emulations can also be altered over time to emulate
the characteristics of real networks.

To allow for sophisticated variation, in specific embodiments, emulation of various
machines can be controllable from one or more control systems. A control system, for example,
can operate much as a network administration system on a real network, and can start and stop
various emulations, change operating characteristics and network response characteristics of
various emulations, and/or change the routing to various emulation systems to change the
perceived topology of the network.

These techniques can be used to provide deception in a communication network by
responding to received datagrams using different deception emulations so that a receiver believes
a number of different units have been reached. This can be accomplished by routing datagrams
addressed to non-existing computers or non-available services to a deception system and
responding to said datagrams using varying emulations. For the deceptions, emulations can vary
based on one or more of: datagram addresses, time, or usage charactersitics.

This technique can be implemented in a simplified way by including two DTK systems
of different types in the system shown in FIG. 3, and programming those systems so that each
responds to a different set of unauthorized addresses. with different emulations. This deception
can be performed in a more sophisticated manner using an emulation subnetwork as described

below.
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FIG. 10 is a flowchart illustrating a method for providing deception/emulation responses
from multiple emulation systems according to embodiments of the present invention. As shown
in this example method, datagrams to multiple destinations to are detected (or may be directed on
a network in specific embodiments) at two or more emulation/deception systems of two or more
different types and responses are generated by a deception system of the same general type as the
system being emulated.

Emulation Subnetworks
In further embodiments, the invention provides a method for connecting an emulation

subnetwork to a network using address translation. FIG. 4A is a block diagram illustrating two
examples of address translations, according to specific embodiments of the present invention.
Address translation can also be understood as employing an emulation wall, where the emulation
wall is a system or device that can receiving datagrams from an outside network, determine that a
datagram should be handled in an emulation subnetwork and pass the datagram into the
emulation subnetwork with the original addressing it had in the outside network.

In one embodiment, this function could be handled by a specially programmed network
device that was able to internally distinguish datagrams (or packets) addressed on the two
networks. However, in further embodiments, the invention provides a technique for operating an
emulation wall using standard network devices, by using proxy addressing. In this embodiment,
packets entering the emulation wall have their original addressing translated into a proxy address
while in the emulation wall and then have the proxy address translated back into the original
address when the datagrams exit the other side of the emulation wall into the emulation
subnetwork. The datagrams can then be routed in the emulation subnetwork using their original
addresses, allowing for sophisticated emulation/deception using multiple different emulation
machines.

In the reverse direction, a response received at the emulation has its address translated
back to a proxy address then passed into an outside network from the emulation subnetwork
while the proxy address is translated back into the original address.

Thus, the invention provides a method for deception in a computer network, that includes
passing a datagram received with a non-legitimate identifier (such as address, port, or improper
characteristics) IP into enters a deception network, rather than encountering a normal user
system.

| FIG. 11 1s a flowchart illustrating a method for using multiple translations to an internal

network according to embodiments of the present invention.
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Larger Scale Example
FIG. 4B is a block diagram illustrating multiple address translations, according to one

embodiment of the present invention, that can allow deception networks to be separated from
normal networks and can further allow “real” emulation systems to replace lower fidelity
deceptions and that further can allow increased indirection and obscurity.

FIG. 4B shows a larger scale example that was experimentally implemented to create a
large-scale deception mechanism covering 40.000 IP addresses. In this example, external traffic
can enter the network from the Internet (e.g., from W.X.y.Z to a.b.c.d and from m.n.o.p to
a.b.c.g) and internal traffic can go from system to system (e.g., from a.b.c.g to a.b.c.f).

In this example, there is no legitimate TP address a.b.c.d, so all traffic directed to that IP
address (e.g. W.X.Y.Z to a.b.c.d as illustrated) is routed into and enters the deception network
rather than encountering a normal user system. From the deception network, three things can
happen. (1) If the controlling system has established rules indicating the datagram 1s something to
be ignored, the datagram is dropped. (2) If the datagram can be handled at the initial deception
system interface, it is, thus datagrams such as Internet Control Message Protocol (ICMP)
messages can be responded to from the initial deception network location and the datagram does
not encounter the deception system. (3) If the datagram is to be passed into the more detailed
deception, it is translated by way of a proxy or other translation means into an internal source
address (such as 10.X.y.z on port W*256 +n, where n indicates the desired service number to
directed to the outside system). In this example, it is assumed that the incoming port/service
number only requires one-byte of storage and that the internal packets allow two bytes for port
numbers.

After this translation, from the initial proxy system, that datagram is routed in the internal
deception system and eventually reaches a second proxy service. This service translates the
source address back to original sburce address and the destination address back to the original
destination address. In different implementations, different address translation mechanisms, such
as discussed above, can be used.

This second translation makes the datagram on the 'inside' identical to the one that
arrived on the 'outside'. The "Real system" (i.e. the actual emulation/deception computer systems)
assigned to a.b.c.d within the deception/emulation network then handles the datagram exactly as
if it were in the 'outside' part of the network. Responses are sent back through the proxy systems
using the reverse of the translation process. In this way, even if the “real” emulation/deception
computer system is broken into, the damage is limited to the deception systems. From there, an
attacker could try to attack other IP addresses in the defender's network, but all of these attempts

will be launched against other systems in the deception network, rather than the systems in the
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"outside” network. Any activities reaching the deception network systems can be logged and
analyzed, and the attacker can be traced back while spending time attacking the deception
systems.

Thus, it will be understood from the teachings herein, that FIG. 4B illustrates an example
deception/emulation network having four deception systems 20a-d on the outside (10.0.x.X) and
four deception systems 22a-d on the inside (10.1.x.X). The figure illustrates three normal
systems 10 on the outside network. These normal systems can also include deception components
(DT) that are similar to the DTK components described above with reference to FIG. 2.
However, these deception modules, unlike with DTK, instead pass unauthorized datagrams into
the deception network.

Thus, in a similar way, incoming Internet traffic that is destined for an existing system in
the "outside" network (e.g., a.b.C.g) can also be directed into the deception network if the traffic
is unauthorized. Unauthorized traffic, as understood in the art, can be determined according to a
variety of criteria. For example, by detecting any datagram that attempts to use a service not
authorized for external use; by detecting a datagram attempting to use a service not authorized
from a particular source address; by detecting any datagram coming from an unauthorized source;
etc. An unauthorized datagram can also be a datagram that is in any way not correctly formatted,
for example a datagram that does not contain a required key.

According to specific embodiments of the invention, an unauthorized datagram arriving
at a normal outside system will be directed by a small proxy address translation mechanism at the
normal system into the deception system (e.g., into address a.f.c.g at 20c). From there, the
datagram is translated as in the previous example, and handled by the "Real System” in the
"Inside" network. Responses are scnt back to the "Outside System" and the proxy translation
system translates them back so that the outsider (i.e., from mM.Nn.0.p) observes the same behavior
that would be encountered if the original system (e.g. a.b.c.g) were handling the request, except
that the results are generated by the deception system in the "Inside" network. A break-in will
therefore function against the "Inside" network as in the previous example.

According to further specific embodiments of the invention, if an insider (i.e., from
a.b.c.g - whether as a result of a successful break-in to a.b.c.g or from a user of a.b.c.g
performing unauthorized activities) attempts to use an unauthorized service from another internal
system (i.e., a.b.c.f) this is treated by a.b.c.f in the same manner as in the last example except
that the proxy uses a different destination address to indicate to the deception system that this is
an insider attack.

Inside the deception network shown in FIG. 4B and FIG. 4C are shown, as examples,

actual or “real” emulation/deception computer systems 40p-r), indicating different actual
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computer systems that can run various emulations/deceptions. The deception network can
contain any number of actual systems. The optimal number will vary according to the
emulations/deceptions that it is desired to run.

FIG. 4C further illustrates more specifically that a deception system according to specific
embodiments of the present invention can involve three network. A first network N1 is the
network that is connected to the outside of the outside deception systems 20. The intermediate
network N2 represents the communication channel between the outside and inside translation
modules. The inside network N3 is a decpetion/emulation network where packets can be routed
to various emluation systems to provide a sophisticated deception, possible using multiple
emulation systems 40. Again, according to the invention, the packets flowing in N3 can have
identical addressing to packets in the NI network, thereby allowing for more advanced
deceptions.

An optional internal control mechanism 25 is illustrated to indicate that in particular
embodiments, control information is provided to components of the system. Control packets or
control signals can be directed to systems 20 or 22 by internal module 25 or from an external
location to modify or control the translations provided by systems 20 and 22. Control packets
can be transmitted according to any mechanism known in the art, such as control protocols
including SNMP, etc.

Example Translation/Emulation Application
A prototype built according to a specific embodiment of the invention has been

demonstrated capable of providing one or more of secure subnetworks within an internal
computing environment. In one implementation, a subnetwork was created and tested out by
students in computer security distance learning classes doing laboratory experiments over the
Internet. The students were unaware of how many computers were actually in use and how the
translations were actually done. They proceeded with the class unaware that less hardware was
actually available than they thought was there based on responses received from the network.

FIG. 5A-C illustrate an example application for the present invention in a student distant
learning exercise. FIG. 5A illustrates generally what the students perceived, which was a private
network of computers with internal private IP addresses of the form 10.*.*.*. Though only
three individual machines are shown, any number of perceived machines could exist within the
10.*.*.* network. (In the figures, the perceived machines are given labels (*Attacker”
“Defender” and “IDS”) corresponding to roles those perceived machines played in this particular
student exercise, but these labels are not important to the present discussion.)

The students also perceived that this private network sat behind a firewall with an

external address of 24.1.84.100 and an internal address of 10.0.0.1. This is a common
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configuration of a LAN connected through a firewall or gateway to the internet. Thus, FIG. 5A
illustrates what a student in this example perceives at address 21.1.84.100. The student
perceives a standard firewall at that IP address, and behind that firewall, three to 250 systems at
local IP addresses 10.0.0.2-4 and 10.0.0.5-255.

In reality, the network configuration shown in FIG. 5A was emulated by the actual
network system shown in FIG. 5B. The emulation worked as follows. The students entered the
network from wherever they were located, by directing datagrams to an 'outside’ address of the
deception system (in this example, 24.1.84.100 at the top of FIG. 5B). From there, the student
datagram addresses were detected by the first device and translated into a first inside address
scheme, for example, in the incoming direction 204.7.229.1 as source and 204.7.229.16 as
destination). With this translated address, the packets can be allowed to flow over an
intermediate internal network (N2), which in this case may have been an actual LAN or WAN
used as a campus network. These datagrams can then flow on the middle network in any way that
is convenient and are received at a second deception system where they are ftranslated to
10.0.0.1 as the source and any internal IP address as the destination.

When received by 204.7.229.16 on network N2, the datagrams were then translated
into a third addressing system (source 10.0.0.1 and destination 10.*.*.*) for use within an
inside deception/emulation network (N3). The original source and destination translation
information is preserved within each deception layer using any other translation methods known
in the art for firewalls, proxies, or ATG modules.

Within the inside N3 network, there was created an environment that appeared to have
more than 250 internal IP addresses operating different versions of Unix and Windows
environments. The Unix environments were provided by a small number of PCs running different
Unix service sets and doing .selective deceptions, while the Windows environments operated
using simulated PCs with their own IP addresses.

This method is different from the common technique of using a single server to provide
service to multiple IP addresses. In the present invention, the technique uses multiple address
translation so that the internal systems are isolated from the rest of the environment and sov that
the pathways between systems are obscured.

The second source and destination translation in this particular example are also
preserved by the second deception system. As indicated in the figure, many different IP addresses
can be emulated behind the deception wall. Traffic flowing through the outside network devices
into the deception network can be understood as traffic flowing through the network but unable

to do anything at computers in that network but flow through them.
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It will be further understood that this method allows sophisticated deceptions and
emulations using fairly standard network devices configured to perform fairly standard network
functions. It is the techniques of the present invention that allows sophisticated
emulation/deception without having to build a specialized, high performing, network device that
can handle the detecting, translating and emulating functions.

Second Application — Moving External Services into a Protected Network
FIG. 5C shows a further example configuration with a deception student network as

described above, and a second deception network or protected network (N4). In other
embodiment, the invention using this basic configuration can allow a set of external services that
previously operated in the 'outer' network to be moved to a separate 'inner' network so that they
can operate securely in the sense that any successful bypassing of the security on the 'inner'
systems would not be able to affect other systems in the environment. It would appear to an
attacker who took control of these systems that the attacker was connected directly to these
systems without going through the deception and that there were no other systems available to
attack in this environment. In fact there could be several other networks operating at the same
time through different address translation schemes.

In this manner, multiple simultaneous deceptions (N3 and N4) are operable at the same
time based on different uses of multiple address translations for deception. This is quite different
from the common firewall technique of creating a '‘DeMilitarized Zone' (DMZ) for two reasons;
(1) previous firewall techniques do not use multiple address translation for deception purposes,
and (2) previous firewall techniques do not use this mechanism to emulate large networks by
using a small number of computers.

In this example, multiple 'back end' translations are used to create separate deception
networks for different applications. In this example, 24.1.84.100, an external actual IP address
of an outside network system translates the same services differently for different incoming
source addresses, creating for some, the illusion of the University network (N3), for others the
illusion of the service system with a vulnerable deception target (N4), and for still others, access
to the 'other systems' (N2). This can be extended indefinitely to create arbitrarily complex parallel
and sequential translations in order to emulate any number of different situations for any number
of different observers and to allow the apparent architecture of the network to change with time
or viewpoint just as a large scale computer networks change with time and viewpoint. It can be
used, if desired, to redirect traffic of particular types through particular pieces of hardware to
provide any desired emulation for each individual or group of access requests.

In experiments, the implementation depicted here has been extended to include five

different networks, with as many as five translations required for any given access, and with
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different apparent architectures seen from each point in the network. This provides practical
benefit in that it permits customized access to different user bases to different facilities but with
the same instructions and with increased assurance of separation between their uses. It can aiso
successfully misdirect attackers into wasting large amounts of effort breaking into deception
targets while the attackers were observed and without affecting services to other elements of the
infrastructure.

Other uses of this implementation strategy can include (1) creating secure multiple-hop
tunnels between distributed intelligence gathering systems, and (2) creating source address
differentiated deceptions allowing specific users to perform systems administration tasks while
other users are passed through the transparent address translation mechanism into an internal
applications environment.

FIG. 12 is a flowchart illustrating a method for directing datagram traffic to a
deception/emulation device in a separate internal network according to embodiments of the
present invention. In this method according to specific embodiments of the present invention,
datagrams are received at an outside deception device with an original source/destination address
indication, and a first translation of original indication to an intermediate indication is performed
and datagrams are routed on an intermediate network to one or more internal subnetworks.
Datagrams are detected on an appropriate intermediate network device that performs a second
translation of intermediate indication to an internal address indication. The datagrams are then
passed into an internal network, where a response is generated and the process is reversed.

A Further Example Application — Obscuring Requests
A further example application of specific embodiments of the present invention involves

larger numbers of address translations. In this case, depending on where the user comes from and
what services they attempt to use, the behavior of the network will be completely different.
Multiple address translations are used to create the perception that traffic is coming from
different locations and via different paths. This is similar to the manner in which 'anonymizer'
services operate, and one of the provisions that this process enables includes the creation of
anonymity, however, unlike previous anonymizing services, multiple address translation are used
to obscure the fact that the request is coming from or through an anonymizihg system. This is
also different from the so-called 'mixmaster' systems which seek to obscure information by
routing requests through muitiple hops using cryptographic tunnels. While this architecture can
and does use cryptographic tunnels to provide control over traffic observation, the use of multiple
address translation is not part of existing mixmaster methods and improves upon their technique
by further obscuring the links between traffic patterns and sources and allowing unencrypted

and/or non-member traffic to be facilitated along with encrypted traffic. This goal is
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accomplished by routing requests through different servers and IP addresses on each request or
each set of requests.

This technique can effectively aide in a large variety of deception and emulation
activities including but not limited to 1) generating desired traffic patterns to test behavior under
different loads and access methods, 2) obscuring the connection between requests and requesters,
3) creating different network traffic concentrations on different parts of intervening infrastructure
to detect and trace sources of attacks without directly tracing the routes and while avoiding
detection of the traceback, 4) gathering intelligence while obscuring its source or use, 5) altering
network traffic patterns via reflexive control, and 6) inducing misperceptions in the minds of the
people operating services as to the usage patterns and utility of advertisements or similar analysis
of traffic patterns.

In FIG. 6, two independent applications are shown. In the "Obscure Request" activity, an
original request to be obscured is received at 4.2.1.3 and then passed through multiple address
translations located at multiple sites before arriving at its intended destination so as to obscure
characteristics of the datagram traffic such as distance, location, timing regularities, and other
factors that could be used to track the source.

In the "Locate Traffic" instance, the deception provides the means for an individual at
2.1.3.1 to artificially and selectively impact traffic traveling over the infrastructure between
other locations, and in doing so, observe the effect of this impact on other nodes to which there 1s
access. This traffic modification method provides the means to detect the paths between other
parties, and in so doing, to track traffic to its source while obscuring the source of the intelligence
gathering activity and not sending any traffic to any of the elements participating in the activity
under analysis observation. It is the multiple address translation that obscures the link between
2.1.3.1 and, for example, traffic between 4.2.1.3 and 7.2.4.6. Indeed, address translations
can also be used in the generation of the traffic between these remote nodes so that the fact that
they are only communicating between each other is obscured except to those who have a similar
intelligence capability and are observing the traffic patterns in a similar manner.

This technique further may be based on the pre-placement of deception systems
throughout infrastructures, which can be easily extended to arbitrary size by the multiple address
translation deception mechanism. We have demonstrated reliable operation using up to 16
translations over long distances and there is no apparent limit to the ability to do this activity.
These includes the routing of traffic back and forth between multiple machines to both induce
increase infrastructure effects and to increase the obscuring effect.

FIG. 13 is a flowchart illustrating a method for request obscuring according to

embodiments of the present invention.

4.



20

25

30

35

WO 01/37510 PCT/US00/31295

Distributed Computing Application
Large-scale parallel Multiple Instruction Multiple Data (MIMD) processing has been of

increasing import in the last several years, largely because of the need for increased computing
power of personal computers and the increasing need for computation that is easily distributed -
such as large-scale searching of the Internet. According to a further embodiment of the present
invention, multiple address translation can be used to make the physical location of distributed
computing resources transparent and automatic to the programmer of distributed system software.

In this instance, the present invention can be adapted to enable physically distributing
processing, using multiple address translation to create the deception to an MIMD processor that
all of the resources are locally available and in a local address range. Therefore, an MIMD
processing computer system programmer need not have to keep track of complex networking
infrastructures and architecture.

Referring to FIG. 7, this embodiment of the invention can be understood in a
configuration where up to 64,000 MIMD logic processing addresses are grouped into up to 255
separable MIMD LANs, with each MIMD LAN accessible through a translation gateway. For
example, a parallel processing application according to this embodiment, can assign an entire
internal Class A network (e.g. 10.*.*.*, capable of including up to about 16 million addresses)
for parallel processing purposes. External to the parallel processing application, multiple address
translation can be used to locate the physical computers at any address, while providing the
iliusion to the parallel processing application that they are all local and have a local IP address.

This is accomplished by utilizing a set of deception systems as described above. Each
deception system translates between an internal address (e.g. 10.*.*.*) and an external
address/port pair associated with the location of the appropriate remote computing resources
assigned to that address. Then the data is transmitted (using the translated address) over the
intervening infrastructure. Upon arrival at the distant location, a reverse translation is performed
by a deception system residing at that distant location address, and the datagram is passed to the
intended computer. This creates the deception that the source of the request is local to the
intended computer.

This technique eliminates the need to differentiate between local and distant resources in
MIMD programming or to have the users or programs know anything about the topology of the
intervening network. This is, of course, is done at the expense of abstracting out the
communications overhead from the programming task. In cases where the underlying
assumptions are poor, this is could cause significant performance degradation.

In FIG. 7, each portion of the distributed computing envi-onment can include up to about

64.000 different IP addresses (as designated by 10.1.*.*; 10.2.*.* ; 10.3.*.*; 10.4.*%.%;
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etc. At times, an address such as 10.1.*.* can also be indicated as 10.1.%), and each
deception IP address translation element (such as a.b.c.d./n.m and the other eleven translation
modules shown in the figure) has the ability to translate between all of the 10.*.*.* IP
addresses (more than 16 million of them) and the IP addresses assigned to the address translation
modules.

In a particular embodiment, emulation components (i.e. the translation gateways)
gateways)translates all of these addresses (10.*.*.*) into a form that uses the port number in the
IP protocol to hold the last two parts of the IP address of the remote computer within its class B
subnetwork (e.g. 10.3.*.* where a.b.c.d gets translated to 10.3.a.b/c.d). A lookup table at an
emulation element is used to indicate which remote IP address to use for each remote class B
network. Thus, each emulation element in FIG. 7 can be understood to contain a table or

translation algorithm that accomplishes translations in two ways of the general form:

MIMD (Local) Assigned IP (External)
Address Address

10.1.n.m <> 202.13.233.5/n.m
10.2.n.m <> 122.211.2.125/n.m

10.255.n.m €&-> 71.151.2.8/n.m

In this case, the Internet or other intervening infrastructure is used to transport the
datagrams between MIMD (i.e. class B) subnetworks, using the assigned deceptive IP addresses
and port numbers as addresses in place of the internal addressing scheme. The multiple address
translation eliminates the requirement for nodes to do anything special in order to reach other
nodes, regardless of their physical location, even though the internal addressing scheme is
incompatible with the external addressing scheme (in this case, the Internet).

From the perspective of the Internet as a whole, in this example, an entire 16 million
element network (e.g. 10.*.*.*) consumes only 255 individual IP addresses, assuming that the
MIMD processors can be reached by the up to 255 IP locations that are performing the address
translation. In specific embodiments, these up to 255 IP addresses can change over time to meet
the changing infrastructure without affecting the internal operations of MIMD modules. Even a
translation into a different internetworking protocol can be accommodated without reconfiguring
the 16 million nodes in the distributed system because of the deception used to abstract the

realities of networking from the system in the view from the parallel processing environment.
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With currently available networking technology, this may be a two-step process because
some currently available hardware systems can typically only do address translation for about
4,000 IP addresses. This leads to a multiple address translation process generally using multiple
network computers. In further embodiments, a special purpose implementation of an address
translation system can be constructed and can facilitate the required level of translations without
undue difficulty. An example of such a system would be a computer that sniffs all network
traffic and generates packets to reflect the proper translation.

This example is different from the previous examples because the deception is not
intended to 'fool' anyone into misunderstanding the operation of the network. Rather, it is
intended to aide the user by abstracting the physical location of computers. It is, in a sense,
complementary to the earlier examples. In the previous examples, 'external' users are deceived
into believing that there is no intervening infrastructure when there is; while in this example,
"internal’ users (i.e. the MIMD executable programs) are provided the abstraction that there is no
intervening Internet infrastructure, while 'external' users can clearly see that the network is
fragmented over many locations.

Thus, with such a system in place, computers participating in the MIMD calculation can
communicate with any of up to 16M other addressed processors as though they were all on the
same 10.*.*.* subnetwork. Each processor will use the appropriate 10.n.n.n address to
communicate with another processor, and the multiple address translation system according to the
present invention will handle translation to the remote computer, even on a wholly different IP
address.

FIG. 14 is a flowchart illustrating a method for enabling multiple logic processing
according to embodiments of the present invention.

Software Implementation Example
In each of the above discussed examples, a variety of similar mechanisms may be used to

provide address translation as will be understood to those of skill in the art from the teachings
provided herein. These mechanisms include: (1) multiple proxy-based network address
translations and (2) multiple addresses associated with a given network device.

A specific example of this can be implemented using the Unix programs: (1) 'ipfwadm’,
(2) 'TCP wrappers', (3) 'ifconfig’, and (4) 'metcat’. The Internet Deamon configuration file
(/etc/inetd.conf) is altered so that, in place of the normal service provided on a given port. netcat
is used as a proxy server to forward datagram content from a given source to a new destination,
replacing the source address of the original datagram with the source address of the interface

used for datagram forwarding to the specified destination. In this case, each external IP address 1s
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redirected to a different internal IP address. Within the inetd.conf file, TCP wrappers is specified

for handling datagrams:

s22 stream tcp nowait root /etc/tcpd /usr/local/sbin/sshd2 -1
Then, within TCP wrappers, each incoming IP address is forwarded to a corresponding

translated IP address in the 10.1.*.* IP address range:

sshd2@204.7.229.1: all: twist /u/fc/bin/nc -w 3 10.1.0.1 22
sshd2@204.7.229.2 . all: twist /u/fc/bin/nc -w 3 10.1.0.255 22
sshd2@204.7.229.255: all: twist /u/fc/bin/nc -w 3 10.1.0.255 22

This alteration is combined with multiple network cards and multiple addresses for one

of the network cards (ethO in this case) and is implemented using ifconfig by placing multiple

ifcfg-eth0.* files in /etc/sysconfig/network-scripts as follows (under Redhat Linux):

#!/bin/bash
for 1 in “count 1 2557
do
echo "DEVICE=eth0" /etc/sysconfig/network-scripts/ifcfg-eth0.$i

echo "IPADDR=204.7.229.$iv /etc/sysconfig/network-scripts/ifcfg-
eth0.$1

echo "NETMASK=255.255.255.0" /etc/sysconfig/network-scripts/ifcfg-

' etho.$1

echo "NETWORK=204.7.229.0" /etc/sysconfig/network-scripts/ifcfg-
etho0.$1i

echo "BROADCAST=204.7.229.255" /etc/sysconfig/network-scripts/ifcfg-
eth0.$1

echo "ONBOOT=yes" /etc/sysconfig/network-scripts/ifcfg-eth0.5i

done
When run from within the /etc/sysconfig/network-scripts directory in RedHat Linux, this

causes multiple runs of ifconfig at system startup, corresponding to each of 255 IP addresses on
network card eth0. On a second Ethernet card, a similar configuration is used with only one IP
address. The system is configured to gateway datagrams between its two network cards so that

the 'routed' program yields the following output:

Destination Gateway Genmask Flags Metric Ref Use
Iface

204.7.229.0 * 255.255.255.0 U 0 0 69
etho

127.0.0.0 * 255.0.0.0 U 0 0 119 lo
10.0.0.0 * 255.0.0.0 U 0 0 17
ethl

The net effect is that traffic sent to 204.7.229.a is translated into traffic from
10.0.0.a to 10.1.0.a, where 'a' corresponds to the last byte of the IP address. Thus, datagrams
destined for 204.7.229.a entering from Ethernet 0 (204.7.229.*) will be routed to Ethernet 1
with new addresses assigned, and return traffic will be routed back in the reverse direction with
the reverse translation.

To translate back, within the 10.*.*.* network, we then implement another system
which operates in much the same way, except that it translates between the 10.1.*.* address

range and the 204.7.229.* address range. This is done by replacing every occurrence of
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10.0.0.x with 204.7.229.x and every occurrence of 204.7.229.y with 10.1.0.x in the
above descriptions.

The reason this works is a bit tricky. In effect, multiple address translations are used to
'trick’ the network routing mechanisms into routing traffic into the deception network instead of
routing it back into the outside network. If the address translation were attempted in a single step,
it would fail because it would be impossible to determine which datagrams were destined for
which network; and the routing mechanisms of the Internet would automatically route the
translated traffic to the nearest location, which would always be the wrong one for purposes of
routing to a deception system. By using two or more translations, traffic is routed into the
deception network while allowing identical datagrams in the deception network to those in the
original network.

Additional translations can be done if desired, for example, to route the deception
through further networks to get to a particular computing resource. In this case, we create a series
of translations, for example, from 10.0.*.* to 10.1.*.* to 10.2.*.* t0 10.3.*.* to
10.4.*.*, and so on, eventually returning to 10.0.*.* at a different location. This multiple
translation mechanism can also be used to induce large volumes of traffic between a small
number of network systems, or to cover any given set of network paths. This is done by causing
the translation sequence to traverse the same path multiple times but with different IP address or
port assignments. This implements the examples in FIG. 6.

These same mechanisms have been experimentally used in other versions of Unix and
Unix-like operating environments, and the proxy forwarding application (FIG. 4B, where
m.n.o.p gets translated through a.b.c.g) has been experimentally demonstrated in Windows NT
and other Windows systems using the 'nc' program as the proxy forwarding program.

Embodiment in a Programmed Digital Apparatus
The invention may be embodied in a fixed media or transmissible program component

containing logic instructions and/or data that when loaded into an appropriately configured
computing device cause that device to perform in accordance with the invention.

FIG. 14 shows digital device 700 that may be understood as a logical apparatus that can
read instructions from media 717 and/or network port 719. Apparatus 700 can thereafter use
those instructions to direct a method of image interpolation. One type of logical apparatus that
may embody the invention is a computer system as illustrated in 700, containing CPU 707,
optional input devices 709 and 711, disk drives 715 and optional monitor 705. Fixed media 717
may be used to program such a system and could represent a disk-type optical or magnetic media
or a memory. Communication port 719 may also be used to program such a system and could

represent any type of communication connection.
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The invention also may be embodied within the circuitry of an application specific
integrated circuit (ASIC) or a programmable logic device (PLD). In such a case, the invention
may be embodied in a computer understandable descriptor language which may be used to create
an ASIC or PLD that operates as herein described.

The invention also may be embodied within the circuitry or logic processes of other
digital apparatus, such as cameras, displays, image editing equipment, etc.

Conclusion

The invention has now been explained with regard to specific embodiments. Variations
on these embodiments and other embodiments will be apparent to those of skill in the art. The
invention therefore should not be limited except as provided in the attached claims. It is
understood that the examples and embodiments described herein are for illustrative purposes only
and that various modifications or changes in light thereof will be suggested to persons skilled in
the art and are to be included within the spirit and purview of this application and scope of the
appended claims. All publications, patents, and patent applications cited herein are hereby

incorporated by reference in their entirety for all purposes.
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WHAT IS CLAIMED:

1. A method of emulating a network of two or more distinct types of logic systems
comprising:

providing a plurality of actual logic systems of at least two distinct types;

5 providing a communication channel to said actual logic systems: and
running logic instructions on said actual logic systems whereby two or more said actual logic
systems respond on said communication channel as though each were multiple logic
systems, wherein an actual logic system responds as though it were multiple logic systems
similar to its type.
10 2. The method according to claim 1 further comprising:
at at least one of said actual logic systems, responding to multiple incoming addresses on said
communication channel as though said at least one logic system were multiple logic
systems.
3. The method according to claim 1 further comprising:
15 on at least one actual logic system, providing varying responses.
4, The method according to claim 3 wherein said responses vary based on an incoming
address.
5. The method according to claim 3 wherein said varying responses comprise varying time
and use characteristics.
20 6. The method according to claim 1 wherein said responses of said two or more actual logic
systems are altered over time to emulate characteristics of real networks.
7. The method according to claim 1 wherein said emulation is used to deceive unauthorized
users trying to access one or more protected logic systems.
8. The method according to claim 7 wherein said emulation is used to deceive unauthorized
25 users trying to access one or more protected logic systems by providing deceptive responses to

unauthorized datagrams so as to lead an unauthorized user to believe the user has accessed an

actual computer system.

9. The method according to claim 1 wherein said emulation is controllable from one or

more control systems.
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10. The method according to claim 9 wherein said one or more control systems comprise one

or more distributed control systems.

11. The method according to claim 1 wherein said distinct types comprise different operating
systems.
5 12. The method according to claim 1 wherein said distinct types comprise:

different operating systems; and

different hardware platforms.

13. A computer network emulation system comprising:
two or more emulation computer systems of at least two distinct types;
10 . a network able to deliver datagrams to said two or more emulation computer systems: and
wherein two or more of said two or more emulation computer systems provides emulation
responses of multiple emulated computer systems at muitiple addresses, each emulation
computer system providing emulation responses of emulated computers appropriate to said

emulation computer system’s type.

15 14. The system according to claim 13 further comprising:
a transmission control system able to establish and vary delivery paths to said emulation

computer systems.

15. The system according to claim 13 further comprising:
an emulation control system able to establish and vary emulations provided by said two or

20 more emulation computer systems.

16. A method of connecting an emulation subnetwork to a network through an emulation
wall comprising:
receiving a datagram at an outside of an emulation wall;
determining that said datagram should be handled in said emulation subnetwork;
25 translating an original address indication of said datagram into a proxy address indication;
passing said datagram into said emulation subnetwork while translating said proxy address
into an emulation original address indication; and
routing said packet in said emulation subnetwork based on said emulation original address

indication.

30 17. The method according to claim 16 further comprising:

receiving a response at an inside of said emulation wall from said emulation subnetwork;
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translating a response emulation original address indication to a response proxy address

indication: and
passing said datagram into said network from said emulation subnetwork while translating

said response proxy address indication back to a response original address indication.

18. The method according to claim 16 wherein address indications comprise source and

destination addresses according to a standard networking protocol.

19. The method according to claim 18 wherein address indications comprise source and

destination addresses according to an IP networking protocol.

20. The method according to claim 16 wherein said emulation original address indication is

identical to said original address indication.

21. The method according to claim 16 wherein said passing comprises:

recelving said datagram at a first standard network gateway;

translating said original address indication of said datagram into a proxy address indication at
said first standard network gateway using a standard translation procedure;

routing said datagram with said proxy address indication to a second standard network
gateway;

translating said proxy address indication of said datagram into said emulation original address
indication at said second standard network gateway using a standard translation procedure;

and

forwarding said datagram with said emulation original address indication to said emulation

subnetwork.
22, An emulation wall connecting an emulation subnetwork to an outside network
conprising:

an outside layer able to detect datagrams in said outside network to be handled in said
emulation subnetwork;

a transport module, able to transport said datagrams into an internal emulation network while
preserving their original source and destination address;

one or more emulation systems on said emulation subnetwork able to receive said datagrams
with original source and destination address and to generate appropriate response
datagrams onto said emulation subnetwork: and

an inside layer able to detect response datagrams to be transferred to said outside network;

said transport facility able to transport said datagrams to said outside network.
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23. The device according to claim 22 wherein said outside layer and said inside layer are two
network interfaces in a specialized network translation device and said transport module 1s

implemented in specialized datagram handling logic in said device:

24. The device according to claim 22 wherein:
said outside layer comprises an outside interface of a first standard network address

translation module;

and said inside layer comprises an inside interface of a second standard network address
translation module;

said transport module is implemented by performing a first translation within said first
standard network address translation module into a proxy address, communicating a
translated datagram to said second standard network address translation module and
translating from the proxy address back to the original address on said emulation

subnetwork.

25. A method for countering attacks in a network comprising:
at an emulation computer system in said network, accepting network protocol datagrams that
are unauthorized; and
responding, by said computer system, to unauthorized datagrams using different emulations so
that an attacker perceives that a number of different computer systems within said network

have been reached.

26. The method according to claim 25 wherein a network protocol datagram is detected as
unauthorized by detecting that said datagram is addressed to a computer system that does not

actually exist on said network.

27. The method according to claim 25 further comprising:
at a normal computer in said network, detecting unauthorized network protocol datagrams
addressed to said normal computer; and
routing said unauthorized network protocol datagrams addressed to said normal computer to
said emulation computer using an address translation, for response by said emulation

computer.

28. The method according to claim 25 wherein an apparent emulated architecture changes
with time or incoming viewpoint just as a large scale computer network changes with time and

viewpoint.

29. A method of providing deception at a computer system on a network comprising:
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accepting. at said computer system, network protocol datagrams addressed to different
computers; and

responding, by said computer system, to received datagrams using different deception
emulations so that a receiver perceives that a number of different computer systems have

been reached.

30. A method of protecting a computer network against unwanted attacks comprising:
routing datagrams addressed to non-existing computers to a deception system; and

at said deception system, responding to said datagrams using varying emulations.

31 The method according to claim 30 wherein said emulations vary based on one or more

parameters including datagram addresses, time, or usage statistics.

32. The method according to claim 30 wherein an emulation at a particular IP address
translates the same services differently for different remote access points, creating for some, the
illusion of a first network. for others the illusion of a service system with a vulnerable deception

target, and for still others, access to other systems.

33. A method enabling multiple processor processing across physically distributed computer
systems comprising:
at a first gateway between a first multiple processor network and an intermediate network,
receiving from said first multiple processor network a multiple processor-addressed
datagram to computers not on said first network;
at said first gateway, translating a multiple processor address indication into an intermediate
address indication;
transmitting said datagram with an intermediate address indication over an intermediate
network;
at a second gateway between said intermediate network and a second multiple processor
network, receiving said datagram with an intermediate address indication;
at said second gateway, translating an intermediate address indication back to a multiple
processor address indication: and
transmitting said datagram with a multiple processor address indication on said second
multiple processor network so that said datagram can be received on a computer on said

second multiple processor network.

34, The method according to claim 33 wherein said first gateway translates addresses into a

form that uses the port number in an IP protocol to hold the last two elements of the IP address of
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the remote computer within its subnetwork and has a lookup table to indicate which remote IP

address to use for each remote subnetwork.

35. The method according to claim 33 wherein said intermediate network comprises the

world-wide Internet.

36. The method according to claim 33 wherein said first gateway and said second gateway

are standard network gateway devices able to perform a standard gateway address translation.

37. The method according to claim 33 wherein said multiple computer processing comprises

parallel multiple instruction multiple data (MIMD) processing.

38. The method according to claim 33 wherein said first multiple processor network and said
second multiple processor network each require assignment of only one address in said

“intermediate network to enable multiple process processing.

39.  The method according to claim 38 wherein said first gateway and said second gateway

each translate data packets to up to approximately 64.000 computer systems.

40. The method according to claim 38 wherein address translations can be altered at said
gateways to reconfigure distributed computing transparently to any computer systems

participating in said distributed computing.

41. A distributed computer processing system comprising:

a plurality of computer system groups, each group comprising at least one computer
participating in said distributed computer processing system, with computers in each group
reachable by a group local address;

a plurality of interfaces to an intermediate network that can transport data between said
plurality of groups; and

one or more address translation modules between each of one or more of said groups and said
intermediate network; said address translation modules at one end able to translate a first
local address from a first group computer to a second group computer to an appropriate
address to reach said second group via said intermediate network and at said second group

translating said intermediate address back to a local network address.

42. The system according to claim 41 further comprising:
a first group with a group of first local addresses:
a first address translation module with an interface to communicate datagrams with said first
group and an interface to communicate datagrams to an intermediate network;

a second group with a group of second local addresses;
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a second address translation module with an interface to communicate datagrams with said
second group and an interface to communicate datagrams to an intermediate network;
wherein first local addresses and second local addresses can be translated into a common

addressing scheme with no overlapping assignment of addresses.

43, The system according to claim 41 further comprising:
wherein a computer in a local group can communicate using its local groups addressing
scheme not only with other computers in its local group but also with computers in other
local groups; and
wherein an address translation module in a local group detects datagrams with local group
addressing indicating computers in other groups and translates the addressing of those
datagrams and places them on a network that can reach a second address translation

module, said second translation module translating to a second local group.

44, The system according to claim 41 further wherein said translation is transparent to said
first computer so that said first computer perceives it is part of a local group encompassing all

distributed computer systems.

45, The system according to claim 41 further wherein said datagram is detected by said first
address translation module and transmitted on said intermediate network with a translated address

to an appropriate second address translation module.

40. The system according to claim 41 further wherein said second address translation module
receives said datagram and translates its address to an address in said second group and transmits

said address to said second group.

47. The system according to claim 41 further wherein a computer in a local group perceives
that it can communicate with a large number of computers using a local addressing scheme, but
where two or more of said locally addressed computers have addresses translated by said

gateway.

48. A method enabling multiple processor computing comprising:
deploying a plurality of MIMD logic processing modules to a plurality of computer systems,
said modules aware of a local MIMD addressing scheme for reaching other MIMD logic
processing modules;
wherein said plurality of computer systems are deployed in a plurality of local groups;
deploying a plurality of address translation modules between said local groups and an

intermediate communication system;
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wherein an address translation module is able to detect an MIMD packet at a local group that
it addressed to an MIMD logic processing module in a different local group;

wherein said address translation module translates said detected packet to an intermediate
address deliverable to a different address translation module over said intermediate
communication system; and

wherein said different address translation 110dule receives a packet over said intermediate
transmission system and translates it to a local MIMD addressing scheme at a different

local group.

49. The method according to claim 48 wherein said local MIMD addressing scheme and said

intermediate address are both in a standard IP addressing protocol.

50. The method according to claim 48 wherein said MIMD logic processing modules
communicate packets unaware of whether other MIMD logic processing modules are local or

reached through address translations.

51. The method according to claim 48 wherein said plurality of address translation modules
are responsible for keeping track of to which local groups MIMD logic processing modules

belong.

52. The method according to claim 49 wherein said MIMD address scheme comprises a
plurality of class B subnetwork addresses of the form 10.#.*.*, where 10 indicates any dedicated

class A subnetwork, and # indicates one or more class B subnetworks.

53. The method according to claim 49 wherein said intermediate address scheme comprises a
plurality of individual assigned IP addresses of the form ab.c.d and wherein said address
translation modules manage a mapping between each assigned intermediate address and an

MIMD 10.#.*.* network.

54. The method according to claim 48 wherein said address translation modules are standard

address translation gateway devices.

55. The method according to claim 48 wherein said intermediate communication system

comprises the Internet.

56. The method according to claim 48 wherein multiple address translation makes the
physical location of distributed computing resources transparent and automatic to the

programmer of distributed system software.
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57. The method according to claim 48 wherein the method eliminates the need for an MIMD
logic processor or programmer to differentiate between local and distant resources or to know

anything about the topology of the network.

58. The method according to claim 48 wherein assignments of MIMD processing modules or
address translation modules can vary over time to compensate for failures wihout the need for

other MIMD processing modules to be aware of the variations.

59. The method according to claim 48 wherein the emulation component translates addresses
into a form that uses the port number in the IP protocol to hold the last two elements of the IP
address of the remote computer within its subnetwork and has a lookup table to indicate which

remote IP address to use for each remote subnetwork.

60. A method of obscuring a path of a datagram through a network comprising:
initially directing a datagram to a first translation module in said network;
at said first translation module, translating said datagram’s addressing directing said datagram
towards a final translation module in said network; and
at said final translation module, translating said datagram’s addressing directing said datagram

to a final destination.

61. The method according to claim 60 further comprising:
at said first translation module, translating said datagram’s addressing towards an intermediate
translation module in said network: and
at said intermediate translation module, translating said datagram’s addressing directing said

datagram towards a final destination.

62. The method according to claim 60 wherein at each translation module, translations are

stored internally and are not accessible outside of said translation module.

63. The method according to claim 60 wherein each translation module comprises a standard

address translation gateway.

64. A method for providing deception in a computer network comprising:

passing a datagram received with a non-legitimate characteristic (such as address, port, or

improper characteristics) into a deception network.

65. The method according to claim 64 further comprising:

if a controlling system of said deception network has marked said datagram type as

something to be ignored. dropping said datagram:;
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if possible handling said datagram at an initial interface so that said datagram never
reaches a deception system; and
otherwise, if said datagram is to be passed into the more detailed deception, translating

said datagram by way of a proxy into internal address indications.

66. A method enabling accessing distributed computing resources residing in a plurality of
different locations to form a virtual local area network environment comprising:
at a first translation point between a first group location and an intermediate network,
receiving from a computing device at said first location a datagram with a first local
address indicating a destination not at said first group location;
at said first translation point, translating said local address indication of said datagram into an
intermediate address indication;
transmitting said datagram with an intermediate address indication over an inermediate
network to a second translation point;
at said second translation point, translating said intermediate address of said datagram to a
second local address; and
using said local address in a local addressing scheme to reach a desired computer system in

said second group.

67. The method according to claim 66 wherein said first local address, said intermediate

address, and said second local address are IP addresses.

68. The method according to claim 66 wherein said intermediate network comprises the

world-wide Internet.

69. The method according to claim 66 wherein said first translation point and said second
translation point are standard network gateway modules able to perform a standard gateway

address translation.

70. The method according to claim 66 wherein it is intended to aide a user by abstracting the

physical location of distributed computers.

71. The method according to claim 66 wherein internal users are deceived into an abstraction
that there is no intervening intermediate network infrastructure, while external users can clearly

see that the local network is fragmented over many locations.

72. - A distributed computing system comprising:

_40-
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a plurality of address translation modules, each address translation module effectively residing
between one of a plurality of local communication groups and an intermediate

communication infrastructure;

a plurality of address detecting modules, each able to detect datagrams at a local

communication group indicating devices not in that local group;

wn

wherein a first of said address translation modules receives a detected datagram and translates
a local address to an intermediate address and transfers a translated datagram on an

intermediate communication infrastructure to a second of said address translation modules:

and

10 wherein said second of said address translation modules receives a datagram from said
intermediate communication infrastructure and translates and intermediate address to a

second local addressing scheme.

73. The system according to claim 72 wherein said translation modules include translation
logic for translating detected local addresses to an appropriate intermediate address to reach a

15 desired computing device.
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A1
receive unauthorized datagrams with multiple
destination addresses at a deception system

{ a2

generate deception responses emulating
different computer systems at different
destination addresses

*L A3

return deception responses to unauthorized
sender

FIG. 9

B1
receive datagrams to multiple destinations to
which emulation/deception responses will be

directed

{ 2

detect datagrams at two or more
emulation/deception systems of two or more
different types

\L B3

generate deception responses at deception
systems so that an emulated response is
generated by a deception system of the same
general type as an emulated system

\L B4

return deception/emulation responses
FIG. 10
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C1

receive datagrams at an outside deception
device with an original source/destination
address indication

4 c2

perform first translation of original indication to
an intermediate indication

\L C3

perform second translation of intermediate
indication back to original indication and pass
into an internal network

\L C4

receive datagram at a system in internal
network and respond on internal network

\L C5

perform reverse second translation back to
intermediate indication

\L C6

perform reverse first translation of
intermediate indication back to original
source/destination address indication

{ c7

forward response to initial sender
FIG. 11
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D1
receive datagrams at an outside deception
device with an original source/destination
address indication

\l/ D2

perform first translation of original indication to
an intermediate indication and route on an
intermediate network to one or more internal
subnetworks

\L D3

detect datagram on appropriate intermediate
network device and perform second
translation of intermediate indication to an
internal address indication and pass into an
internal network

\L D4

respond to datagram on an internal network

{ 5

perform reverse second translation back to
intermediate indication an place on
intermediate network

*L D6

perform reverse first translation of
intermediate indication back to original
source/destination address indication

{ o7

forward response to initial sender
FIG. 12
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E1

receive datagram at first translating node and
perform first translation of original
source/destination address indication to a
second address indication

\l’ E2

forward datagram to a second translating
node indicated by the second address
indication

{ 3

receive datagram at second translating node
and perform second translation of address
indication towards a final translating address
indication

i 4

forward datagram to a final translating node
indicated by a final address indication

i es

receive datagram at final translating node and
translate to actual desired destination address

\L E6

forward datagram to actual desired destination
address with obscured source

¢ 7

forward response to initial sender
FIG. 13
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F1
at a first MIMD processing module, transmit
datagrams to other processing modules using
a local MIMD addressing scheme

\L F2

at a first address translation module, detecting
datagrams transmitted using the first local
MIMD address scheme that are directed to
processing modules not locally present

¢ 3

at the first address translation module,
translating detected datagrams to an
intermediate network address of a second
address translation module

J F4

transmitting the translated datagram over an
intermediate network to the second address
translation module

\L F5

at the second address translation module,
translating datagrams from an intermediate
network address to a second MIMD
addressing scheme

\ Fo

transmitting the multiply translated datagram
to the appropriate MIMD processing module

FIG. 14
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